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Abstract—Unified Modelling Language (UML) gives a modelling approach to design a system. Use Case diagram is one of the behavioural approach of UML which describe the behavioural pattern of the system. It has been observed that UML diagrams are not formally specified. Formal specification gives a specific way to design a system as a whole using mathematical notation. This paper proposed formal specification of UML use case diagram using the Common Algebraic Specification Language (CASL) in object oriented paradigm.
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I. INTRODUCTION

The Unified modelling language (UML) [1], [8], [38] has become a de-facto standard notation for analysis and design models of object oriented software system. It has been observed that graphical representation of model is easily accessible and understandable to the user. The primary gap between the developer and the user, has been easily fulfilled by the graphical description. In UML, Use Case diagram defines the behaviour of a system. It is a visual tool representation that helps the system’s end user to understand the behaviour of an element. UML have a well-defined, fully explored semantics which is required in order to ensure that the UML concepts are precisely stated and defined.

In “traditional” engineering like electrical and civil engineering always made their development based on better mathematical technical [2]. So, the validation of these engineering are more perfect and errorless. But the term formal methods that rely on mathematical representation of software, specification analysis and proof, mathematical logics, program verification are not so much familiar to software engineering. If the formal methods can be used in software engineering then it can discover a way to find out an errorless system specification in an unambiguous way. In critical system such as air traffic control information system, railway signalling system, spacecraft systems, have very high validation cost and the costs of system failure are large and increasing. Formal methods can help in this matter by reduce these costs. Formal methods [39] use mathematical notations to precisely express requirements specification. The formal specification removes ambiguity which is inherently present in natural language specification.

It also addresses the software reliability and also can effectively improve system reliability, design time and comprehensibility.

The Common Algebraic Specification Language (CASL) [3] is an expressive language for the formal specification of functional requirements and modular design of software. It describes various contexts, subsorts, partial functions, first-order logic, structured and architectural specifications. It also facilitates interoperability of many existing algebraic prototyping and verification code.

The paper has been organized in seven parts. In Section 2, the previous related research on the equivalent domain have been summarized. In Section 3, several element of use case diagram in UML has been discussed using CASL and the case study has also been done to illustrate the model in this section. In Section 4, the future work of the work has been discussed and also concludes.

II. RELATED RESEARCH

Many researches have been proposed towards direction of UML modelling. This section has been organized those proposals with two perspectives. There are many researches [4], [5], [6] have been proposed using UML but these are Non-formal models. Whereas the researches [7, 22, 23, 24, 25, 26, 27, 28, 29, 30, 31, 32, 33, 34, 35, 36, 37, 40, 41] have been proposed using UML and also formally specified.

A. Non-formal model using UML

In this section the published research works that are about non-formal model using UML have been discussed.

In [4], an AUTomotive Open System Architecture in shortly AUTOSAR model has been proposed which is based on architectural component and their interoperability and also supports both client-server and sender-receiver communications. As the main focus of this model is only based on architecture not possible and no design of modelling construct for component based system has also been discussed.

In [5], a component model has been proposed called KobrA (KOmponent Basic Rite Anwendungsentwicklung). It is a based on UML representation. In KobrA the components are not physical components but logical building blocks of the software system. The model provides client-server architecture for communication. This model does not provide any support for EFP and it also does not support any formal specification.
In [6] Palladio component model has been proposed which provides a domain specific modelling language for component based system. This proposal has been expect to increase the performance of the early life-cycle. It defines its own metamodel specified in EMF/Ecore. The components and their role can be connected via assembly connectors to build an assembly. This model also supports client-server architecture for communication. UML has been used to specify the interface in this proposal. However this model does not support any formal specification.

B. Formal model using UML

Under this section the published research work have been discussed about formal model using UML.

In [7], a structured-expandable format of a use case has been proposed which is expressed in Z notation because Z language is a formal specification language. Then it is represented visually using an Entity-relationship diagram. The implemented approach would bridge the gap between a formal language, which is mathematical and UML use case diagram that is visual and used widely to capture requirements. The main goal is when a tool will developed using this approach it will produce a visual representation of a formalized UML use case diagram, from which automated traceability and verification of the design phase.

The z-notation is a mathematical notation, specification language and a model-based notation. Z-specification can serve as a single, reliable, reference point for those who investigate the customer’s need, test results, type errors in much the same way that a compiler checks code in an executable programming language. It cannot be compiled into a running program. And also another main thing is that Z is a way by which a specification can be decomposed into some small pieces called schemes.

In [22], a result has been shown on formalizing UML behavioural diagram in B notation. It present automatic transformation schemes from UML behavioural diagrams to B specification with the help of UML specification as a tool. B specification has been developed much easily. B is a formal software development where the theoretical aspects of the methods such as the formulation of proof obligations, have done automatically. For these reason B has been adapted for large scale industrial projects. The UML and B is an appropriate combination of object-oriented techniques and formal methods which can give a high quality, errorless and a perfect practical approach of software development. In UML-B integration UML has been controlled by B specification as B supports powerful tools and B specification has become easier with the help of UML specification. This means they are both highly supportive to one another. But B has been still not so easy to learn and use due to its high cost. It can also be said that it is not user friendly.

In [41], the article explains how Aspect-UML models can be specified within the Alloy and how aspect interactions can therefore be verified. That means the work that has been considered is Aspect-oriented (A-O) models written in Aspect-UML. Alloy [36, 35] is a structural modeling language, based on first order logics and designed for the specification of object models through graphical and textual structures. It is based on the ideas of Z [37]. A-O programming provided mechanisms to capture and execute crosscutting concerns in software applications to improve modularity, reuse and maintainability. A-o helps developers to modify the behavior of a base program by introducing aspects which effects at various points on crosscutting throughout a program. But it is difficult to predict the effect of a given aspect on this base program. A-O concepts provide aspects, advices, pointcuts, join points and crosscutting dependencies. It also allows formal annotations such as pre and post conditions. Alloy provides a simple model specification language based on first order logic as well as a model analysis and simulation tool [37].

In [40], a way has been proposed which can create a bridge between informal and formal specification. Most projects have an informal description which can be understood by all people and also there is a need of some formal requirements which can make a project more errorless and perfect. The formal specification can improve the informal specification understanding of the system by exposing gaps and ambiguities in the formal specification.

Object constraints Language (OCL) has been used to present the use case form of informal requirements into more formal specifications. But at the development point OCL constraints is not so easy and clear. Because there are so many questions that who is going to add them to the UML diagrams: customers, analysts or designers? Who should understand OCL? That is why OCL is hard to use in industry.

The work proposed in [24, 23], described the translations between Object-Z and UML class diagrams. A metamodel of Object-Z has provided for the benefit of modellers unfamiliar with this formal language. The syntax has been defined by the metamodels, and a model transformation language is dedicated to define the translation. Unfortunately, even this recent work only addresses a subset of the class diagram fragment of UML. The work aims to enable formal verification of UML models, but as yet we have no demonstration nor descriptions of specific techniques.

Model Driven Architecture [25] aims to enable the simultaneous use of many languages, each with syntax defined in MOF, by using model transformations between these languages. The real contribution of [23] is in recognising that formal languages can also participate in this way. Definitive formal semantics could be provided by a Z (or Object-Z) metamodel and UML to Z model transformation. This would enable tool integration, and provide insight into the formalism for the more advanced models. Attempts to directly translate diagrams into formal languages usually ignore the metamodel definition of the language.

The paper [26] advocates an integration of UML and formal methods, in which a UML class diagram is translated into the formal specification language Z. The Z specification is then manually refined, adding details not expressible using class diagrams. The rules and guidelines for semi-automatic translation, they hope, will give insights for developing a more precise semantics for UML.
In the paper [27], it also made integration of a formal language, in this case Object-Z, into the development process. The Object-Z specification manually derived from the class diagram also specifies the class operations. The class is further constrained by a protocol state-machine, which together with the Object-Z schema. They consider several notions of consistency and study which of these are preserved under CSP notions of refinement. However, the intended semantics of the UML fragment are captured by this translation. It is also not clear that the CSP notions of refinement are applicable.

The paper [28] proposes semantics which reconcile the apparently conflicting parts of the UML definition. These semantics concern associations, their ends and the read, create, and destroy link actions. In an appendix to the report, it gives an example model to illustrate the controversy, and expresses his semantics for it in Z. This is intended merely as a precise statement of the proposal explained in the body of the paper. However, this is the most convincing example we have seen of using Z to express dynamic aspects of UML. It is also a good example of why Z will never be widely used by developers: it is not easy to read.

Algebraic specification extended with “generalised labelled transition systems” is used by the paper described in [29] to formalise parts of UML. It made this by translating UML diagrams into the language CASL-LTL, though it emphasises that the particular language is immaterial. This work explicitly aims for a way of giving useful formal semantics to the whole of UML, and as the title suggests, they take seriously the idea that the different diagrams combine to specify a single system. However they ignore the fact that the official definition already interprets the variety of diagrams into a single abstract syntactic entity, the model.

The Object Constraint Language (OCL) [30] is very much like the languages of traditional symbolic logic, and at least two groups have attempted to make it precise by translating it into well understood systems of logic, intending to enable theorem proving about models.

In the paper [42] use higher order logic (HOL) as implemented in the generic interactive theorem prover Isabelle. The paper [31] uses first order logic. OCL 2.0 has a third truth value “undefined” and allows collections of collections, so first order logic will probably not suffice to formally define it. Neither group make use of the OCL metamodel in their translations. It offers different, equivalent translations optimised for readability or for automated theorem proving respectively. With a foundation as suggested in these works, OCL itself could be the target formal language for a model transformation defining the semantics of UML. This would probably require additions to the current limited temporal operators of OCL though.

The OCL formalisation of the paper [31] is used in the the key project [34]. This is a tool for the deductive verification of Java-Card programs using a specialised dynamic logic [32]. This logic is implemented in a generic theorem prover integrated with the Together modelling tool, and thus provides a practical platform integrating UML modelling and formal methods. Although this work is not aimed at improving the definition of UML, it is instructive.

The deductive rules symbolically execute the Java-Card program, and thus give a clear and precise account of the language semantics. The rules could even provide educational interactive animations of the language. Unlike Java-Card, UML is non-deterministic and has no main procedure, but it is conceivable that one could develop such a dynamic logic for UML. The logic would have rules for each of the UML actions. This would define model dynamics, and the meaning of each of the diagrams could be expressed by translation into the dynamic logic language. It would also enable deductive verification of UML models. In its traditional form, dynamic logic is even less readable than Z. But a UML specific logic could use OCL notation for its static parts, whilst the program parts would be written using the yet to be fixed standard UML action language.

The paper [33] uses a formal language derived from dynamic logic to give formal semantics for parts of UML class and state machine diagrams. It defines as a system is a black box, which responds instantly to external stimuli. It is not possible for example to make sense of a sequence diagrams in such a system. This might be a useful interpretation of UML for requirements engineering, as these authors see it, but from our perspective, it is inventing a new language rather than providing a better definition of the existing one.

Since neither Z nor B provides any architectural specification and algebraic prototyping, so a formal specification language is strongly needed which satisfy all these criteria. Common Algebraic Specification Language (CASL) fits for these criteria solving the problem domain.

III. PROPOSED WORK

Though UML defines Use Case but it does not provide any strict format or style for defining Use Case. This paper has proposed a structured modelling elements with the corresponding graphical notation to describe the format of Use Case.

A. Structural modelling elements and corresponding graphical notation

\textbf{Use Case Name:} It defines the name of the Use Case. Use Case Name contains a character or alpha numeric value to describe the name of the Use Case. It can be graphically represented as a rectangle.

\textbf{Id:} An Id of the use case defines the unique identification of a Use Case. It contains a numeric or an alpha numeric value to uniquely identify the Use Case. The Id is defined as free type in CASL.

\begin{verbatim}
free type Id ::= sort int /sort Nu
int ::= 0/1/2/\ldots\ldots/n
Nu ::= sort char / sort int
char ::= a/b/\ldots\ldots/z
\end{verbatim}

\textbf{Description:} It describe whole thing i.e. all works done by the Use Case. It has been described as sentence in CASL. It is a total functions of the sort char. So in CASL it can be described as-

\begin{verbatim}
op desc : char \rightarrow char
\end{verbatim}
Actor: It defines the player or the performer by whom the use case may be performed. The Actor can be graphically represented as

Relationship: It defines the different relationships among the different use cases. There are basically two types of relationships—provided and required. Provided relationship describe that the use case provides few services or a single service to another use case and required relationship provides the requirement of the use case from another use case. We define relationship as total function and provided and required relationships as partial functions. A total function REL can be defined as follows:

- **op REL: PR → RD**
- where PR & RD are partial functions defined as
  - **op PR: PR < REL**
  - **op RD: RD < REL**

The graphical representation of the relationship can be define as

Service: It describes different workings or methods performed by a use case. A service S contains free as free type, relationship as total function (TF) and partial functions (PF) or operations, description as sentence. So, a service can be graphically represented as a circle.

The structural modelling elements and their graphical representations are shown in Table 1.

<table>
<thead>
<tr>
<th>Use Case Structural modelling elements</th>
<th>Graphical Notations</th>
</tr>
</thead>
<tbody>
<tr>
<td>Use Case Name</td>
<td></td>
</tr>
<tr>
<td>Actor</td>
<td><img src="image" alt="Actor Representation" /></td>
</tr>
<tr>
<td>Relationship</td>
<td><img src="image" alt="Relationship Representation" /></td>
</tr>
<tr>
<td>service</td>
<td><img src="image" alt="Service Representation" /></td>
</tr>
</tbody>
</table>

**Figure 1. UML Use Case Diagram Book-Management**

Each part of the above Book-Management has been defined in CASL as follows:

Here service Enter student id can be defined in CASL as:

```
S1 := {S1, (Book-issue, member-validated, book-validate), desc}
```

Where S1 is the free type and it defines as-

- **free type S1 := sort Nu**
- **Book-issue** & **member-validated** & **book-validate** are partial functions. It can be defined as-
  - **op Book-issue: member-validated → book-validate**
  - **op member-validate: member-validate < Book-issue**

**desc** can be defined as sort (N1) ::= {Enter member details}

 sort (N2) ::= {Enter book details}

op desc: N1 → N2

**IV. FUTURE WORK AND CONCLUSIONS**

This paper has proposed the formal specification of the use case diagram of UML. This paper also proposed a set of structural modeling elements and their graphical notations. Using the Common Algebraic Specification Language (CASL), this use case model of UML has been formally specified. A case study has been done to depict the problem domain as library management system. Furthermore, it can be validate using a CASE tool in future.
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