Creating Materialized View Over Integrated Heterogeneous Databases
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Abstract — With the development of computer network and database, traditional database has been increasing unable to meet the needs of data sharing and interoperability. Meanwhile, it is impossible to abandon all the existing database systems; therefore, the research of simultaneously accessing and processing data from a number of databases has become an inevitable trend. For the Health care information system its not the issue to retrieve the information from their own databases. But when we want the information other than the own databases, then its an issue to get that information to our system. And the data which we want from other health care organizations may not be in same format. To solve this problem the proposed architecture is to integrate different geographically dispersed databases that are heterogeneous with regard to their logical schemas. For the Integration of heterogeneous databases MyAccess, MySQL, SQL and Oracle databases are taken. These databases are having different characteristics of data types and semantic confictions may occur while integrating heterogeneous databases. Using the technology of Java, SQL Language the heterogeneous database integration system is proposed and designed and key technologies are also described in detail. For the queries which are frequently fired to the databases for retrieving the information, the materialized view is created. By creating materialized view the information which requires most to the user is stored in the dataware house. Because of which response to the frequent queries is fast, no need to search the whole database. It reduces the overhead for the frequent queries and gives fast response to the fired queries.
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I. INTRODUCTION

In Modern information systems usually consist of a number of departments, which have different functions. These departments are usually independent from each other, utilizing a number of diverse databases to accomplish their day-to-day data management functions. When we design the relevant databases dependently, it does not create heterogeneity problems to integrate the data sources. However, when databases have been designed independently, there are heterogeneity problems such as different terminology, data types, units of measurement, domains, scopes, and so on. Effective decision making often requires access to data from multiple such databases belonging to different departments. The need to integrate these disparate systems has led to heterogeneous distributed database systems [1]. Since different departments may be geographically distributed in a wide area and are supposed to have control over their own affairs, it is worthy to develop a mechanism that can access data from multiple databases, while preserving the local autonomy of the databases, i.e., without changing the existing databases. The structures of these heterogeneous databases are different obviously, and semantic confictions may occur. Then we developed an architecture to integrate different geographically dispersed databases that are heterogeneous with regard to their logical schemas. Data integration shields the heterogeneity of the various heterogeneous data sources, and carries out unified operation to different data sources through heterogeneous data integration system. The data forms involved in heterogeneous database are mainly structured document is a template, data, semi-structured data and unstructured data three types. Structured data widely exists in a variety of information system database, the most common relational database. Semi-structured data commonly has Web pages as the chief representative. Unstructured data has common files, email and various documents. A practical information integration system should have intelligence, openness and initiative. Intelligence is to carry out unified processing, filtering, reduction, abstraction, integration and induction works for the structured, semi-structured and unstructured data from different databases. Openness is a heterogeneous and distributed database, which must solve the mismatching problem of the information expression with the structure. Initiative is to regulate the existing Internet data representation, exchange and service mechanism to provide proactive service mechanism.

Then creating materialized view of the frequent queries. Materialized views are constructed and stored in a data warehouse with the purpose of improving response time of analytical queries. Since all possible views cannot be materialized, as it would violate the storage constraint, the aim is to construct those materialized views that maximize the profit in terms of their ability to answer future user queries.

II. LITERATURE SURVEY

Information from different sources cannot be integrated or interopereated if it has not passed the process of conflict resolution. In terms of database integration, conflicts are
differences of relevant data between component local data sources. Schema conflicts are discrepancies in the structure level such as Naming conflicts, Structural conflicts, and Identity [5; 8; 9]. A number of integration approaches have been introduced throughout the last twenty years to bring about the interoperability among heterogeneous systems. Missier, Rusinkiewicz, & Jin [10] categorise heterogeneity resolution methodologies into four main approaches: Translation, Integrated, Decentralised, and Broker based. Translation approach needs highly specialised translation for each pair of local database systems. Therefore, the number of translators grows exponentially especially when the number of local systems increases. The development of these ad hoc programs is expensive in terms of both time and money.

A. Data types matching method

Each of the database tables are made of one or more columns (fields). While creating table, a data type must be designated in each column(field), which is used to describe the varieties of values in the appointed column(field) accurately. In different types of databases, the field’s types and lengths aren’t the same. Therefore, there must be corresponding transformation in different types of fields in order to accord to the criterions of target database application. This is the key in the derivation of database, also is the emphasis and difficulty in the development of the software system.

B. Lack of Uniform Information Standards

Due to lack of unified planning and fragmentation, each small system has its own set of information standards, leading to confused information standards, unable to achieve information sharing, seriously restricting the application of building pace, bringing barrier to the campus information exchange and sharing, also generating a lot of redundant information. In Fully integrated or Tight-coupling approach, individual schemas from multiple data sources are merged by one (the global schema approach) or more schemas (the federated database approach). This approach requires complete pre-integration. This approach allows users to query local database systems directly by placing the integration responsibility on users. However, it requires users to have semantic understanding and to be able to resolve conflicts in creating their schemas, easy way to comply with the conference paper formatting requirements is to use this document as a template and simply type your text into it.

C. Connection pool

Connection pool is a kind of entity which manages the connection as a resource, and a typical example of such resource is the database connection. The basic idea of the connection pool is to pre-establish some connections to store in the memory for use. To establish a database connection will consume considerable system resources, but once established, the query can be sent to obtain results through it[11]. The number of queries a connection in its life cycle can process is not limit, so a database connection from a certain way is a resource.

• Query manager

Query manager is to provide a unified interface for the client to query the data source, responsible for receiving the global query requirements from browser, and then accordiingly to the corresponding integration information to decompose them into several local query requests to be transmitted to the data packager, finally to process the results returned from it to return to the browser, while to maintain the integrated information to ensure the accuracy and consistency of the global transaction execution. From the data conversion process, the query manager integrated the existing shared data model and data[11]. The integration is mainly embodied to the integration between the existing different databases, the need to differentiate, despite the current database middleware also support data integration, but their data integration refers to the access to different databases through them, that IS, the access integration, rather than the establishment of links between the data of different databases. The integration in this paper not only includes the data access integration, but also the simple integration between the data of heterogeneous databases.

• Data packager

The reason for integration is that for a specific task between the heterogeneous databases their may exist a general logical link, and the data stored in them may be different stages of the same thing description[11]. Query manager is responsible for submitting the standard query the client submitted to the query parser, the query analysis unit is to realize the query parsing and use meta data management module to check the legitimacy of the query request to judge whether the query data exists, and convert the query request into standardized form, while recording the result set target format to submit it to the appropriate data packager. Choosing intermediate data files

According to the characteristics of Access, MySQL, SQL Server and Oracle databases, with the heterogeneous database transformation requirement, in C#.net environment, using the standard SQL language, the heterogeneous database transformation software is developed. It is not enough to achieve more universal data transformation about heterogeneous database only dependent on the software tools provided by database itself. It is still a main method to exchange data by using intermediate data file. There are generally three ways, one is the manner based on binary text, one is based on the database, the other is based on XML[13]. For this heterogeneous database import-and-export system, the derivation in intermediate data file must meet the following conditions: one is high efficiency to access database, the other is unified format structure. When this software runs it must connect with source database and target database, so it consumes a lot of time. If access efficiency is too low, user may can’t suffer this delay. Consequently, unified data structure can improve the efficiency to access database. Based on the database. This manner requires a third database to cache when exchange data between two specific databases. This method, completely relying on the intermediate database to exchange data, needs less modules and is more extensible, but it is relatively complex to
transform. Because the method increases a layer of data exchange, so it is more difficult to achieve.

D. XML language

The emergence of XML technology makes the standardization description of all kinds of irregular information and rule information possible, and gradually becomes the standard to describe the data in Internet, and sets up an enterprise information integration platform in the XML technology, is an inevitable trend of information technology development [1]. XML as an extensible markup language, its self-description makes XML itself suitable for data exchange between heterogeneous applications, and this exchange does not make the pre-specified data structure definition as the premise, so it has strong open and broad application prospects. And almost all of the existing large-scale applications are related to the database, so the data exchange and information sharing with XML as neutral carriers must be linked to databases; at the same time, XML-based data exchange and the realization of the database XML data bidirectional access can integrate the XML data with specific applications, thereby enabling the combination with the existing business rules, and finally truly achieving XML-based distributed data exchange and information integration.

The XML-based query extended system carries out processing on the complex query of relational heterogeneous database, avoiding the defects of using general processing approach, enhancing the importance of application software reusability and lowering the cost of software development. Complex query plan should firstly be input by the user. Here, we introduce the SQL like query plan to describe complex query plan, use XML query file structure to convert into XML query plan document by the rewriter, and then complete the query task through operations of parsing, decomposition and results integration, etc. There is only one level in the reference of SQL query, that is, the reference of specific fields.

E. GIRD-Based Integration Model

In this paper we put forward a Gird-Based Integration Model (GBIM) for uniformly accessing heterogeneous database systems. In GBIM database operations are registered as grid services by different sites and a uniformly standard interface is provided to different users. In GBIM every database site is autonomous and its structure and position are transparent to users. GBIM makes use of GSI (Grid Security Infrastructure) to shield database sites from unauthorized access and transmit data safely via Internet. GBIM is suitable and feasible for the large scale distributed heterogeneous database systems. The implementation of its prototype is also described.

GBIM mainly consists of Access Entry, Database Service, Notification Manager, Query Manager, Schema Integrator and Data Assembler.

- **Access Entry**

  The Access Entry deals with authorization and authentication. It prevents unauthorized access to GBIM and finds the available Database Services by referring to the Register Center to execute a query set in a proper order.

- **Database Service**

  Local database service provides its data operations in the form of grid service, Database Service in figure 1. Database Service is a kind of stateful Web Service according to OGSA and local databases are treated as corresponding Data Resource.

  There are two advantages to pack database operations into grid service. First, Database Service provides standard Web Service interfaces, enabling cooperation among different database systems. Second, most Web Services use HTTP for transmitting messages. This is a major advantage if you want to build an Internet-scale integration of heterogeneous databases, since most of the Internet’s proxies and firewalls won’t mess with HTTP traffic.

- **Notification Manager**

  This would allow users to specify what data (data set) they are interested in and will notify them the data changes in data resource. Notification Manager can be built according to WSNotification family of specifications.

- **Schema Integrator**

  The Schema Integrator is an important component of GBIM, it is responsible for collecting and managing the data resource metadata, constructing integrated data schema and conducting schema mapping. When a database registered itself to the Register Center, it also provides metadata of the data resource and its schema. The Schema Integrator will use this information to construct integrated data schema adopting methods discussed in section 1 and perform schema mapping with the mapping rules recorded.

III. CONCLUSIONS

With the reference of the existing research work, it can be concluded that integration of heterogeneous databases is important for the disparate information stored in the different databases.

For this java technology can be used. Using java technology we will get the fast response to the fired quiries. Over this integrated databases the materialized view of the frequent queries will be created. Due to which for the frequent queries we don’t have to search the different databases. Firstly materialized data will be search and then after goes for the different databases to search. Because of which we get the fast response to the frequent queries.
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